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Abstract

Graph coloring is a well known problem with wide-ranging applications. The vertex
and edge coloring problems have been studied in various models of computation.
Rainbow coloring is a type of edge coloring that also acts as a connectivity measure
for graphs. A graph is said to be rainbow colored or rainbow connected if there exists
an edge coloring such that every pair of vertices, if connected, is connected by a
path having distinct colors for all edges contained in it. The verification of rainbow
coloring is an NP-Complete problem whereas the problems of verifying vertex and
edge coloring admit easy solutions in the RAM model. Verification of graph coloring
in the streaming model of computation is a problem that has not been studied before.
We focus on the vertex coloring problem in the streaming model and give algorithms
that verify if a given vertex coloring is valid with a high probability. We also give
lower bounds for verifying vertex coloring in a few streaming models.

Keywords: Graph coloring, Streaming, Vertex coloring, Rainbow coloring
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Chapter 1

Introduction

1.1 Introduction

Graph coloring is an ubiquitous problem in computer science and has widespread
practical applications. The problem of graph coloring can be defined as the assignment
of colors to different elements of the graph, provided certain constraints are satisfied.
The various graph coloring problems that has been widely studied is vertex coloring,
edge coloring and rainbow coloring.

Vertex coloring is the assignment of colors to vertices of the graph with the constraint
that adjacent vertices do not get the same colors. Edge coloring is a graph coloring
problem where you assign colors to the edges of the graph such that edges incident
on the same vertex get assigned different colors.

Rainbow connectivity is a graph coloring problem that is also a connectivity measure
for graphs. It was introduced by Chartrand et al. in 2008 [9]. Rainbow coloring is
a special type of edge coloring where, for every pair of vertices in the graph, there
should exist a path connecting the pair where every edge gets assigned a distinct
color.

A lot of work has been done in this field in the RAM model of computation. While
the problems of vertex coloring and edge coloring have been solved using different
algorithmic paradigms like the greedy approach, rainbow coloring is a NP-Complete
problem [7]. For a graph of maximum degree A, a A + 1 vertex coloring of the graph
exists, and a A + 1 edge coloring of the graph exists as well. The vertex coloring can
be found easily using a greedy algorithm [16]. Misra and Gries gave a polynomial-time
algorithm for the edge coloring of a graph [15]. Verifying if a given vertex coloring or
edge coloring is proper also admits easy solution in the RAM model. Verifying if a
graph is rainbow-colored, however, remains a NP-Complete problem [7].

In the streaming model of computation, while a lot of work has been done on finding
a proper vertex and edge coloring for graphs [3-5], rainbow coloring is an untouched
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field. Moreover, an unprecedented problem is the verification of any kind of coloring
in the streaming model. In this work, we have tried to devise efficient algorithms
for verification of graph coloring problems in streaming and have successfully found
algorithms that solve the verification problem for vertex coloring in this model. The
streaming models we consider are as follows:

e The vertex arrival model, where the vertices of a graph stream in an arbitrary
order.

e The vertex arrival model with degree oracle, where the vertices of a graph stream
in an arbitrary order and we also have access to a degree oracle using which we
can query for the degree of a vertex in the stream.

e The vertex arrival model with random order, where the vertices of a graph
stream in a random fashion.

e The adjacency list model, where the vertices stream in an arbitrary order and
the neighborhood of each vertex is also exposed along with it in the stream.

In each of the models described above, the color assigned to the vertex also streams
along with it. We also provide lower bounds for the verification problem for vertex
coloring in two of the streaming models.

1.2 Notations

We denote the set {1,2,...,n} by [n] and N is the set of natural numbers. Let G(V, E)
be a connected graph where V(G) and F(G) denote the non-empty finite set of ver-
tices and the finite set of edges of the graph respectively. We’ll denote n and m as
the number of vertices and edges of a graph, i.e., |V(G)| = n and |E(G)| = m. For
any vertex v € V(G), we denote degg(v) as the degree of the vertex v and Ng(v)
as its neighborhood in the graph G. We denote degg (v) and degf;(v) as the number
of neighbors of v to the left and right of it in the stream. We let d(u,v) denote the
length of the path from u to v, i.e., the number of edges in the path from u to v. The
diameter of a graph, which is the largest distance between any pair of vertices, will
be denoted by diam.

Let E[X] denote the expectation of the random variable X. Pr(E) denotes the
probability of an event E. The statement “event E occurs with high probability” is
equivalent to Pr(E) > 1 — #, where c is an absolute constant. By polylogarithmic,

we mean O ( (logn/e)°M ). The notation O(-) hides a polylogarithmic term in O(-).
g polylog



6 1. Introduction

1.3 Owur Contribution

We solve the problem of verifying vertex coloring of graphs in different models of
streaming. In this problem, we consider the vertices of a graph to arrive in a stream
and associate a color with each of them. The goal is to verify if the given coloring is
a proper coloring of the graph or not. We formally state the problem in Chapter 5.
The streaming models we consider are the vertex arrival model, the vertex arrival
model with degree oracle, the vertex arrival model with random order stream and the
adjacency list model. The main contribution is as follows:

e We give an algorithm that solves the verification problem in the vertex arrival

V2

streaming model with high probability in space O (min{ﬂ/\, =l

}), for an input
parameter € > 0.

e We give an algorithm that solves the verification problem in the vertex arrival
streaming model with degree oracle with high probability in space O (min (|V], 1)),
for an input parameter € > 0.

e We give an algorithm that solves the verification problem in the vertex arrival

random order streaming model with high probability in space O (\/lL—EJ, for

an input parameter € > 0.

e We give an algorithm that solves the verification problem in the adjacency list
streaming model with high probability in space O (min (|V|, %)), for an input
parameter € > 0.

We would like to observe here that verifying vertex coloring in the edge arrival model
is easy. In the edge arrival model, the edges of the graph arrive in an arbitrary order
in the stream. When an edge arrives in the stream, we have access to the colors
of both its endpoints. This enables to check every edge for conflict, get the exact
number of conflicting (or monochromatic) edges and check if the coloring is valid or
not.

We also prove lower bounds for the verification problem in the vertex arrival model
and the vertex arrival model with degree oracle.

e The space lower bound for the verification problem in the vertex arrival model
is Q).
(%)

e The space lower bound for the verification problem in the vertex arrival stream-
ing model with degree oracle is (2 (%), for an € > 0.
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1.4 Thesis Outline

We start with defining the rainbow coloring problem and its variants in Chapter 2.
In Chapter 3, we give already proven results on the rainbow coloring of certain graph
classes to give a better understanding of the measure. Chapter 4 deals with results
on the hardness of rainbow coloring as well as its parameterized variants.

In Chapter 5, we state and prove our results on the verification of vertex coloring in
different streaming models.

We conclude by identifying some open problems in Chapter 6.



Chapter 2

Rainbow Coloring

2.1 Rainbow Coloring: Definition

Let G be a non-trivial connected graph. An edge coloring on G is defined as ¢ :
E(G) — [k] where k € N. We call a path in G to be a rainbow path if every edge
in the path gets a distinct color. An edge-colored graph G is said to be rainbow
colored (or rainbow connected) if for every pair of vertices u,v € V(G), there
is a rainbow path connecting v and v and such a coloring is said to be a rainbow
coloring. If GG is rainbow connected then it is also connected. The minimum number
of colors required to make GG rainbow connected is called the rainbow connection
number and is denoted by r¢(G). A coloring with only rc(G) colors that makes G
rainbow connected is called a minimum rainbow coloring.

Every graph has a trivial edge coloring that makes it rainbow connected. In this
trivial edge coloring, every edge gets a distinct edge color, and re(G) = m, where
|E(G)| = m. So, a loose general upper bound for the rainbow connection number
re(G) is m. A lower bound for the rainbow connection number is the diameter of the
graph.

Remark 1 For any graph G, diam < rc¢(G) < m where diamg and m are the
diameter and the number of edges of G.

Rainbow connectivity can also be defined for directed graphs. The study on directed
graphs was initiated by Ananth et al. [2]. The directed graphs in consideration here
are connected.

A directed graph G is said to be rainbow connected if for every pair of vertices u and
v, there is a directed path either from u to v, or from v to u, and the directed path
is a rainbow path. The rainbow connection number of a directed path is also defined
similarly. The minimum number of colours needed to make a directed graph rainbow
connected is the rainbow connection number of the directed graph [2].

8
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Remark 2 ( [2]) The rainbow connection number of a directed graph is atleast the
rainbow connection number of its underlying undirected graph.

Theorem 1 ( [2]) For a directed graph G, it is NP-Complete to decide whether
re(G) < 2.

The above result can be extended for any value of k£ > 2.

Lemma 1 ( [2]) For a directed graph G, it is NP-Complete to decide whether re(G) <
k.

2.2 Variants

A geodesic in a graph G is the shortest path between two vertices u and v in G.
The rainbow u — v geodesic is a rainbow path from u to v of length d(u,v), where
d(u,v) is the length of the path from u to v. A graph is said to be strongly rainbow
connected if for all pairs of distinct vertices u,v € V(G), there exists a rainbow u—v
geodesic or a shortest path from w to v which is a rainbow path. The minimum
number of colors required to make G strongly rainbow connected is called the strong
rainbow connection number, denoted by src(G), and the coloring is called a strong
rainbow coloring if src(G) colors are used.

Remark 3 For any graph G, rc¢(G) < sre(G).

Motivated by proving upper bounds on the src¢(G) of a graph G, [8] came up with
the concept of very strong rainbow connectivity. A graph is said to be very
strongly rainbow connected if for all pairs of distinct vertices u,v € V(G), every
shortest path between u and v is a rainbow path. The minimum number of col-
ors required to make G very strongly rainbow connected is called the very strong
rainbow connection number, denoted by vsre(G), and the coloring is called a very
strong rainbow coloring if vsre(G) colors are used.

Remark 4 For any graph G, rc(G) < sre(G) < vsre(G).

The k-subset rainbow connectivity is another variant of the rainbow connectivity
problem, introduced by [7]. The input to the k-subset rainbow connectivity problem
is a graph G = (V, E) along with a set of pairs P = {(u,v) : (u,v) CV x V} and an
integer k. The objective is to answer whether there exists an edge coloring of G with
at most k colors such that every pair (u,v) € P has a geodesic rainbow path.

The k-steiner rainbow coloring, introduced by [12], takes a graph G and a set
S C V(G) and decides if for all u,v € S, there is a rainbow path between u and v in
S.



Chapter 3

Rainbow Connection numbers of
certain graph classes

Chartrand et al. [9] were the first to study rainbow connection of graphs and determine
the values for r¢(G) and sre(G) of various graph classes.

Proposition 1 ( [9]) Let G be a non-trivial connected graph of size m. Then,
1. sre(G) =1 if and only if G is a complete graph,
2. re(G@) = 2 if and only if sre(G) = 2, and
3. re(G) = m if and only if G is a tree.

3.1 Cycles and Wheels

This proposition also implies that if a connected graph G of size m has src(G) = m,
then G is a tree. [9]

Proposition 2 ( [9]) For each integer n > 4, rc(Cy,) = src(Cy) = [5], where C), is
a cycle of order n.

The wheel W,,, for n > 3, is constructed by adding an edge from a new vertex to
every vertex of C,,.

Proposition 3 ( [9]) Forn > 3, the rainbow connection number of the wheel W, is

1 n=3
re(W,) =< 2 4<n<6
3 n>"7

The strong rainbow connection number of the wheel W, is src(W,,) = [%]

10



3.2. Bipartite and Complete k-partite graphs 11

3.2 Bipartite and Complete k-partite graphs

They further establish the strong rainbow connection numbers of the complete bipar-
tite graph, and use this result to determine the strong rainbow connection numbers
of the complete k-partite graph.

Theorem 2 ( [9]) For integers s and t with 1 < s < t, sre(K,,;) = [v/t] where K,
18 the complete bipartite graph.

Theorem 3 ( [9]) For integers s and t with 2 < s <t, re(K,;) = min(v/t,4)

Theorem 4 ( [9]) Let G = Ky, pny...n, be a complete k-partite graph, where k > 3
and ny < ng < ... < ny such that s = Z;:ll n; and t = ny. Then,

1 lezl
ng > 2 and s >t

sre(G) = ¢ 2
[Vt]  s<t

Theorem 5 ( [9]) Let G = K,y .n, be a complete k-partite graph, where k > 3
and ny < ng < ... < ny such that s = Z;:ll n; and t = ny. Then,

1 nkzl
re(G) =< 2 ng>2and s>t

min([v/%],3) s<t

Theorem 6 ( [9]) Let a and b be integers with a > 4 and b > 228, Then there
exists a connected graph G such that rc(G) = a and src(G) = b



Chapter 4

On the hardness of rainbow
connectivity and its variants

4.1 Hardness of rainbow connectivity

Chakraborty et al. solved two of the conjectures posed by [6] and proved the following
complexity results:

Theorem 7 ( [7]) Given a graph G, computing rc(G) is NP-Hard.
Theorem 8 ( [7]) Given a graph G, deciding if rc¢(G) = 2 is NP-Complete.

They prove these results by reducing 3-SAT to the problem of extending a partial
edge coloring with 2 colors in a graph to a complete edge coloring such that the
resulting graph is 2-rainbow connected. This problem is polynomially reducible to
the problem of 2-subset rainbow connectivity, which in turn is polynomially equivalent
to the problem of 2-rainbow connectivity.

The above theorem led to a conjecture by the authors of [7] that deciding whether
re(G) < k is NP-Complete for every fixed k. This conjecture was proved by [2].
They observed that the proof by [7] sufficed for every even k > 1. Furthermore, they
cemented it by proving NP-Completeness for odd values of k.

Remark 5 ( [7]) For every even integer k > 2, deciding if r¢(G) < k is NP Com-
plete.

Theorem 9 ( [2]) For every odd integer k > 3, deciding if r¢(G) < k is NP Com-
plete.

This is proved by a reduction from k-subset rainbow connectivity problem, which
itself is a hard problem.

12



4.1. Hardness of rainbow connectivity 13

Lemma 2 ( [2]) For k > 3, both the problems, k-subset strong rainbow connectivity
and k-subset rainbow connectivity are NP-Hard, even when the input graph G is a
star.

Le and Tuza gave an alternate hardness proof for k£ > 1 [14].

Conjecture 1 (Exponential Time Hypothesis [10]) There ezists a constant ¢ >
0, such that there is no algorithm solving 3-SAT in time O*(2").

Theorem 10 ( [12]) For any k > 2, there is no algorithm for k-rainbow coloring
running in time 20(”3/2), unless Exponential Time Hypothesis fails.

They claim that the k-rainbow connectivity problem is the first NP-Complete graph
problem for which the existence of a 20(n") time algorithm is excluded, for an € > 0.
They pose the following conjectures:

Conjecture 2 ( [12]) For any integer k > 2, there is no 2°0EDn®W) _time algorithm
for Rainbow k-Coloring, unless ETH fails.

Conjecture 3 ( [12]) For any integer k > 2, there is no 20" )n®M) _time algorithm
for Rainbow k-Coloring, unless ETH fails.

In a bid to solve the above conjectures, [1] came up with the following results:

Theorem 11 For k > 3, k-rainbow coloring does not admit an algorithm running in
time 2°(|E(G)D”O(1>, unless Fxponential Time Hypothesis fails.

The original conjecture of [12] was for k& > 2, so the conjecture remains partially
solved.

We would also like to remark that not only is computing the rainbow coloring of
a graph NP-Hard, but also verifying if a given rainbow coloring is proper is NP-
Complete. If we reduce the complexity of the problem by focusing on only a given
pair of vertices, instead of every pair, then also the problem remains NP-Complete.
Both of these results, stated below, were proved by [7].

Theorem 12 ( [7]) Given an edge-colored graph G and a pair of vertices s and t,
deciding if s and t are connected by a rainbow path is NP-Complete.

Theorem 13 ( [7]) Given an edge-colored graph G, checking if the edge coloring
makes G rainbow connected is NP-Complete.

They also note that when the number of colors is constant, the problem of checking
if the given edge coloring makes the graph rainbow connected becomes easy.
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4.2 Hardness of parameterized variants

Two algorithms for subset rainbow k-coloring, parameterized by |S| where S is the
subset in question, were given by [12]. The running times were 2/°/n®® for k = 2 and
1S|9UShnOM) for every fixed k. They also conjectured the existence of an algorithm
for subset rainbow k-coloring running in time 2°USDnOM for every fixed k. This was
proved by [1] by coming up with a parameterized algorithm for the same.

Another of their conjectures for the steiner rainbow k-coloring was proved by [1] which
is stated below.

Theorem 14 ( [1]) For k > 3, k-steiner rainbow coloring does not admit an algo-

(181?)n M

rithm running in time 2° , unless Exponential Time Hypothesis fails.

However, since the original conjecture of was for £ > 2, it remains partially solved.



Chapter 5

Results

In Section 4.1, we mentioned results about the hardness of rainbow coloring problem.
In the RAM (Random Access Memory) model of computation, verifying if a given
edge coloring of a graph makes it rainbow connected is NP-Complete. Given a graph
and a pair of vertices, checking if the pair is connected by a rainbow path is NP-
Complete as well, in the RAM model. A natural extension is to try to solve the
above two problems in streaming. Verifying rainbow coloring in the streaming model
of computation is an open problem. However, the problem of verifying a vertex
coloring or an edge coloring in streaming also remains open. This chapter focuses on
verifying if a given vertex coloring of a graph is valid in the streaming model.

5.1 Verifying Vertex Coloring in streaming

A coloring function f : V(G) — [C] is defined on the vertices of a graph. An edge
(u,v) is called monochromatic if f(u) = f(v) where u,v € V. We call a function
e-far from being a valid coloring function if at least ¢|E| edges in the graph are
monochromatic, where ¢ € (0, 1).

Problem definition:

Given any graph, its vertices along with a coloring function f defined on them, arrive
in a streaming fashion. We are given an assurance that there are either no conflicting
edges or at least ¢|E| conflicting edges in the graph, for any ¢ > 0, if there are any.
The objective is to decide if f is e-far from being a valid function or not. We call this
the verification problem.

We solve the aforementioned problem for various streaming models such as vertex

15



16 5. Results

arrival model with degree oracle, vertex arrival model, vertex arrival model with ran-
dom order stream and the adjacency list model.

To check if an edge is conflicting, we need to be able to access the colors of both
the end points of that edge. Say, e = (u,v) is the edge we want to check for conflict
and u appears before v in the stream. We are made aware of the existence of this
edge only when v appears in the stream. While we have access to v’s color f(v)
when we encounter it in the stream, we have lost the color of u, that has already
streamed past. Unless, we explicitly store u and its color, we cannot verify if the edge
is monochromatic or not. This is difficult, because, when u appears in the stream,
we are unaware of the edge (u,v). Our approach to solve the verification problem, in
the different streaming models, involves getting around this difficulty.

The following sections describe the streaming models and the respective algorithms
to solve the verification problem.
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5.1.1 Vertex Arrival model with degree oracle

This variant involves solving the verification problem for graphs in the vertex arrival
streaming model. In this model, the vertices, along with their colors, stream in an
arbitrary fashion. We assume access to a degree oracle, i.e., we can query for the
degree degg(u) of the vertex u € V(G) in the stream.

To sample and check an edge for conflict, we use the following approach. For a vertex
u that is currently being observed in the stream, degg(u) and deg/(u) denote the
number of neighbors of u to its left (already exposed) and right (that are yet to be
seen) in the stream, respectively. We identify each edge symbolically as (u,j) where
u €V and j € [degl(u)]. So, (u,j) represents the edge joining u and its j* neighbor
to its right. When u arrives, we sample it, along with its color, independently. We
also sample its j neighbor to its right, where j € [deg;(u)]. Since we have access to
a degree oracle, we can query for the degree degs(u) of a vertex u in the stream, and
use this information to compute degd(u). When the j neighbor of u, say v, arrives,
we check the edge (u,v) for conflict.

Ife < ﬁ, then we store every vertex along with its color. We accurately determine
the number of conflicting edges and easily verify if the coloring function f is e-far

from being a valid function or not.

Ife > %', we use reservoir sampling to randomly sample a subset of O (%) vertices
and their colors. For each vertex in the random sample, we sample one of its neighbor
to its right in the stream, along with its color, uniformly at random. We effectively
check O (%) edges for conflict and solve the verification problem. If none of the
sampled edges are monochromatic, then f is valid, else we declare f to be e-far to be

valid.

Theorem 15 Given any input graph G = (V, E), a coloring function f : V(G) — [C]
and an input parameter € > 0, there exists an algorithm that solves the verification

problem in the vertex arrival streaming model with degree oracle with high probability
in space O (min (|V],1)).

Proof:

If e < %, then we store all the vertices along with their respective colors. This
enables us to check every edge in the graph and determine the exact number of
monochromatic edges and accurately verify if f is e-far from valid or not. If the
number of monochromatic edges is zero, f is valid. Otherwise, if the number of
monochromatic edges exceeds e|E|, then f is e-far from valid. Clearly, the space used
is O (|V|]) in this case.
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If e > ﬁ, we sample O (%) edges, independently and uniformly at random, using
reservoir sampling.

Every time we sample a vertex u, we also sample one of its (yet to be exposed)
neighbors at random. We do this by sampling the j* neighbor of u, where j €
[degl(u)] and check the colors of both the vertices for conflict. We charge every edge
e = (u,v) to the vertex u, thus ensuring that no edge is sampled more than once.

elE| _

Pr(an edge e is conflicting) > ]

If we sample t edges independently and uniformly at random, then,
Pr(none of the t edges sampled are conflicting) < (1 —¢)' <e™®

So we sample t = O (%) edges. If we get a monochromatic edge in one of our checks,
which we get with high probability (i.e. atleast (1 —n~°), for some constant ¢ > 0) if
there are atleast em conflicting edges, then we can confirm that the coloring is e-far
from valid. Otherwise, we say that f is valid. The space complexity of the algorithm

is (’N)(%) O

We give a pseudocode for solving verification in vertex arrival with degree oracle
model in the next page. We make use of a reservoir to store O (%) edges. Each entry
of the reservoir R stores a vertex u, it’s color f(u), a variable count, an integer b, the
vertex v (the b neighbor of u) and it’s color f(v). Initially, the reservoir is empty.
The variable count keeps a count of u’s successive neighbors seen so far in the stream.
b is an integer chosen uniformly at random from [deg,(u)].
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Input: G = (V,E), |V| =n and |E| = m and a coloring function f on V' in
the vertex arrival with degree oracle model
Output: The algorithm verifies if f is e-far from valid or not
If e < |—‘1/| , then store all the vertices and their colors and
check every edge for conflict
Otherwise, initialize a reservoir R of size t
fori< 1 to |V|do
let u be the i* vertex of the stream and degs(u) , its
degree
for j <1 to tdo
if u is adjacent to the j* wertex v stored in R then
increment the value of v's count by 1
if count 4is b (i.e., u is v'sb" successive neighbor
in the stream) then
store u , along with its color f(u) , as the b
neighbor of v (equivalent to storing edge (u,v)

with the colors to check for conflict)
end

end

end

if i« <t then

store u and its color f(u) and initialize its count to 0
degl(u) «+ dege(u) — degg (u)

choose b uniformly at random in the range [deg/(u)]

end

else
with probability f , replace an element of the reservoir
R, chosen uniformly at random, with wu and color f(u)
initialize u's count to 0
choose b uniformly at random from [deg/(u)] (and replace
the previous vertex’s neighbor, if it has been stored)

end

end

fori<1 to tdo
let u be the ™ vertex stored in the reservoir R and v
its stored neighbor (with their respective colors)
check if the assigned colors to u and v make the edge (u,v)

monochromatic or not
end

Output [ is valid if none of the edges sampled are conflicting,
else output that [ is ¢ -far from being valid.

Algorithm 1: Algorithm: verification in vertex arrival with degree oracle model
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5.1.2 Vertex Arrival model

This variant solves the verification problem for graphs in the vertex arrival streaming
model. In this model, the vertices, along with their colors, stream in an arbitrary
fashion.

Unlike in the vertex arrival model with access to a degree oracle, where we know the
degree of a vertex and can thus, exploit this information to sample edges, we don’t
have any advantage in the vertex arrival model. When a vertex u appears in the
stream, we have no knowledge of its future neighbors. Instead, we sample a subset of
edges prior to the start of the algorithm and later when the vertices arrive in a stream,
we sample the vertices corresponding to this subset and solve the verification problem.

If é > |V, then we store every vertex along with its color. We accurately determine
the number of conflicting edges and easily verify if the coloring function f is e-far
from being a valid function or not.

If é < |V, we randomly sample a subset R of O <%) pairs of vertices, before the

start of the stream. Each pair of vertices is sampled independently with probability
@) ({_}m) We check pairs of vertices in R for conflict. When the vertices start arriving
in the stream, we store vertices and colors, corresponding to the first vertex u in the
pairs (u,v) € R. When the second vertex v of the pair (u,v) arrives in the stream,
we check its color against that of the stored vertex w for conflict. If there are no
monochromatic edges among the sampled edges, then f is valid, else we declare f to
be e-far from being a valid coloring function.

Theorem 16 Given any input graph G = (V, E), a coloring function f : V(G) — [C]
and an input parameter € > 0, there exists an algorithm that solves the verifica-
tion problem in the vertex arrival streaming model with high probability in space
6(min{\V\,% )

Proof:

If L > |V], then we store all the vertices along with their respective colors. This
enables us to check every edge in the graph and determine the exact number of
monochromatic edges and accurately verify if f is e-far from valid or not. If the
number of monochromatic edges is zero, f is valid. Otherwise, if the number of
monochromatic edges exceeds ¢|E|, then f is e-far from valid. Clearly, the space used
is O (|V|]) in this case.

If % < |V|, we sample independently and uniformly at random, O (%) vertex pairs.

Let S C V be the set of sampled vertices (corresponding to the first vertex of some
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pair in R). When a vertex (corresponding to the second vertex of some pair in R)
appears in a stream, we check if it forms a monochromatic edge. At the end of the
stream, the algorithm declares the instance of the graph to be properly colored (valid)
if it cannot find a monochromatic edge, else it declares the instance to be e-far from
being monochromatic (valid).

em _ em
Pr(an edge e is conflicting) > m > —
n
2

If we sample ¢ edges overall, independently and uniformly at random, then,

. . em\?t _emt
Pr(none of the edges sampled are conflicting) < (1 — ?) <e w7

Effectively, we sample O (%) edges independently and uniformly at random with

probability p = 1061%. If at least one of the sampled edges we check is monochromatic,
which we get with high probability (i.e. atleast (1 —n~!%)) when there are atleast
em conflicting edges in the graph, then we can confirm that the coloring is e-far from
valid. Otherwise the coloring function is valid. 0J

We give a pseudocode for solving verification in vertex arrival streaming model in the
next page.
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Input: G = (V,E), |V| =n and |E| = m and a coloring function f on V' in
the vertex arrival model

Output: The algorithm verifies if f is e-far from valid or not

If 1 >|V|, then store all the vertices and their colors and

check every edge for conflict

Otherwise, sample a subset R of vertex pairs (u,v) with

probability O (L)

R = 0(2)

fori<1 to |V|do

let u be the i vertex of the stream

if u is the first vertexr of some pair in R then

| store w and its color f(u)

end

for every pair in R where u ts the second vertez do
let w be the first vertex of the concerned pair

check the edge (w,u) for conflict
end

end
Output f is valid if none of the edges sampled are conflicting,
else output that f is ¢ -far from being valid.

Algorithm 2: Algorithm: verification in vertex arrival streaming model
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5.1.3 Vertex Arrival model with random order

This variant solves the verification problem for graphs in the vertex arrival random
order streaming model. In this model, the vertices, along with their colors, stream in
a random order.

We consider the subgraph G’ defined on only the em monochromatic edges of the
input graph G. We state the following lemma that guarantees the existence of either
a matching or a high degree vertex in the subgraph G'.

Lemma 3 ( [11]) Let G = (V, E) be a graph and f : V(G) — [C] be a coloring func-
tion such that at least € fraction of the edges E(G) are known to be monochromatic.
Then, there exists either a matching of size at least \/em or a vertex of degree at least
Vem in the subgraph G' defined on the monochromatic edges of G.

We sample a subset of vertices arriving in the stream with probability p = 101%

independently and uniformly at random. Let S C V' be the subset of sampled Vert}égs.
When these vertices arrive in the stream, we store them along with their colors. When
a vertex appears in a stream, we check if it forms a monochromatic edge with one of
the stored vertices in S. If a monochromatic edge is not found, f is valid. Otherwise,

f is declared to be e-far from being a valid coloring function.

Theorem 17 Given any input graph G = (V, E), a coloring function f : V(G) — [C]
and an input parameter ¢ > 0, there exists an algorithm that solves the verification
problem in the vertex arrival random order streaming model with high probability in

Proof:
We use Lemma 3 to prove our results.

Case 1: There exists a matching of size atleast \/em

There exists a matching of size at least \/em, all the matched edges being monochro-
matic. Any matched edge (u,v) will be detected as monochromatic only if the vertex
u has been sampled. We sample a subset S C V of vertices and their colors with

probability p = 101%7 where |S| = O (\/;L>

Pr(atleast one of the matched edges is checked)
=1 — Pr(none of the matched edges are checked)
—1—(1—p)Vm>1—ePVem
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S
Pr(a conflicting edge (u, v) is checked) = Pr(u is sampled) = 151
n

Pr(atleast one of the matched edges is checked) =1 — e PVe™

We can verify if the coloring function is e-far from being valid, if any of the \/em
matched edges is detected. Otherwise, we declare it to be a valid coloring function.

Case 2: There exists a high degree vertex of degree atleast \/em

There exists a vertex of degree at least \/em. Most of the monochromatic edges, in
this case, are incident on such high degree vertices. In order to detect these edges, we
can store either the high degree vertices or one of its neighbours. But, if these high
degree vertices appear at the beginning of the stream and we fail to sample them,
then we may not be able to detect a monochromatic edge. This is the reason we
assume a random ordering of vertices arriving in the stream. A random order stream
ensures that the high degree vertex appears after a constant fraction of its neighbors.
If we can sample some of its neighbors that appear before it in the stream, we can
check the conflicting edges.

Let the random variable X denote the number of neighbors that appear before the
high degree vertex appears in the random order stream. Then, X = Zlgig e Xi

and E[X] = ‘/;% Let E be the event that the high degree vertex appears after a

constant fraction 1—10 of its neighbors.

1 1
Pr(E) = Pr(X > E\/em) =1—-Pr(X < E\/sm)
Using Chernoff Bound, we get,

1 4 .
Pr(X < l—ox/am) =Pr(X<(1- 5)\/%) < emmVEm

Thus, assuming random order of vertices in the stream, at least % em neighbours
of v should appear before v in the stream with probability at least (1 — 6_%‘/‘%).

Pr(a conflicting edge is detected) > Pr(F)Pr(a conflicting edge is detected|F)

1 Em 1 em 1
:—<1—(1—p) 10)2—(1—eﬂ’g>2—(1—n*)
C C C

when the probability of sampling is p = wlﬁ.
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Since we sample every vertex with probability 1015%, with high probability at least

(1 — 1/n?) of its neighbors will be stored. Thus, we are able to check a conflicting
edge with high probability. O
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5.1.4 Adjacency List model

This variant solves the verification problem for graphs in the adjacency list streaming
model. In this model, the vertices, along with their colors, stream in an arbitrary
order. In addition, the neighborhood of the vertex v, Ng(v), is also exposed along
with it in the stream.

Since, the neighborhood of the vertex v, Ng(v), is also exposed along with it in the
stream, we see every edge twice in the stream. For example, if the stream consists
of vertices in the order vy, vy, v3 and vy, where Ng(v1) = {vg,v3} and Ng(vy) = {vs},
then the stream can be visualized as edges coming in a stream: (v, vs), (v1, v3), (v2,v1),
(v3,v1), (v3,v4), (v4,v3). Each edge appears twice, once in the adjacency list of each
of its endpoints.

The algorithm for this model is similar to that of the vertex arrival model with degree
oracle.

Ife < ﬁ, then we store every vertex along with its color. We accurately determine
the number of conflicting edges and easily verify if the coloring function f is e-far

from being a valid function or not.

Ife > %', we use reservoir sampling to randomly sample a subset of O (%) vertices
and their colors. For each vertex in the random sample, we sample one of its neighbors
in its adjacency list, along with its color, uniformly at random. We effectively check
@) (%) edges for conflict and solve the verification problem. If none of the sampled

edges are monochromatic, then f is valid, else we declare f to be e-far to be valid.

Theorem 18 Given any input graph G = (V, E), a coloring function f : V(G) — [C]
and an input parameter € > 0, there exists an algorithm that solves the verifica-
tion problem in the adjacency list streaming model with high probability in space

@) (min (|V|, %))

Proof:

If e < %, then we store all the vertices along with their respective colors. This
enables us to check every edge in the graph and determine the exact number of
monochromatic edges and accurately verify if f is e-far from valid or not. If the
number of monochromatic edges is zero, f is valid. Otherwise, if the number of
monochromatic edges exceeds e|E|, then f is e-far from valid. Clearly, the space used
is O (|V]) in this case.

If e > ﬁ, we sample O (%) edges, independently and uniformly at random, using
reservoir sampling.
Every time we sample a vertex u, we also sample one of its neighbors at random from
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its adjacency list. We do this by sampling the j neighbor of u, where j € [degs(u)]
and check the colors of both the vertices for conflict. However, an edge (u,v) may be
sampled twice. Since an edge occurs only twice in the stream, when we sample O (%)
edges, at least half of the sampled edges will be distinct.

2e|E|
20E]

Pr(an edge e is conflicting) > €

If we sample t edges independently and uniformly at random, then,

—et

Pr(none of the t edges sampled are conflicting) < (1 —¢)' <e

So we sample t = O (%) edges. If we get a monochromatic edge in one of our checks,
which we get with high probability (i.e. atleast (1 —n~°), for some constant ¢ > 0) if
there are atleast em conflicting edges, then we can confirm that the coloring is e-far
from valid. Otherwise, we say that f is valid. The space complexity of the algorithm

is (’5(%) O
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5.2 Lower bounds for verification

We show a tight lower bound of €2 (%) for the verification problem in the vertex arrival
model with degree oracle. For the verification problem in the vertex arrival model we

show a tight lower bound of 2 <\/%) These bounds are proved using reductions

from the INDEX problem in the one-way communication complexity model [13] to
the verification problem in graphs in the vertex arrival model. In the INDEX problem,
Alice gets an M-bit string X € {0,1}* and Bob gets an integer j € [M]. Both Alice
and Bob are unaware of each other’s input. Alice can send a message to Bob and
Bob has to output X;. It is well known that the lower bound on the message length
for the INDEX problem in the one-way communication complexity model is Q(M).

5.2.1 Lower bound for verification in vertex arrival model
with degree oracle

Theorem 19 The lower bound for the verification problem in the wvertex arrival
streaming model with degree oracle s ) (%)

Proof:

We show the lower bound using a reduction from the INDEX problem in one-way
communication complexity to the verification problem in graphs in the vertex arrival
model with access to degree oracle. The reduction works as follows: For each input
bit X;, Alice constructs a bipartite graph with bipartition (L;, R;), where L; and R;
are independent sets of size k. For any two sets L, and R;, Alice does not add any
edge between vertices in L, and R;. If X; equals 1, then vertices in L; are colored
with color (', else they are colored with color Cy. At the end of the stream, Alice
sends this memory state to Bob. Bob colors all vertices in R; for 1 <i # 7 < M with
color Cy. Vertices in R; are colored with C;. Moreover, for any index i € [M], Bob
adds all edges between L; and R;. Access to a degree oracle does not provide any
advantage to any protocol on this instance. The only difference is in the construction
of the graph. Now, if X; = 0, then there are no monochromatic edges in the graph.
However, if X; = 1, there are k? monochromatic edges. The number of vertices in the
graph is n = Mk and the number of edges is m = Mk?. The number of conflicting
edges in the graph is k? = em = eMk?. Therefore, for M = %, distinguishing whether
the graph is properly-colored (valid) or at least e-fraction of edges are monochromatic
(e-far from being valid) requires € (1) space. O
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5.2.2 Lower bound for verification in vertex arrival model

Theorem 20 The space lower bound for the verification problem in the vertex arrival
model 1s ) (%)

Proof:

We show the lower bound using a reduction from the INDEX problem in one-way
communication complexity to the verification problem in graphs in the vertex arrival
model. For each input bit X;, Alice constructs a bipartite graph with bipartition
(L;, R;), where L; and R; are independent sets of size k. For any two sets L, and
R;, Alice does not add any edge between vertices in Ly and R;. If X; equals 1, then
vertices in L; are colored with color C, else they are colored with color Cy. At the
end of the stream, Alice sends this memory state to Bob. Bob colors all vertices
in R; for 1 <1 < M with color C;. Moreover, for index j, he adds all the edges
between L; and R; to make it a complete bipartite graph. Now, if X; = 0, then
there are no monochromatic edges. However, if X; = 1, there are k? monochromatic
edges. We have the number of vertices in the graph n = Mk and the number of

edges m = k%. Therefore, for M = \/”—m or 1YL distinguishing whether the graph is

\/\E’

properly-colored (valid) or all of its edges are monochromatic (e-far from being valid)

: V]
requires {2 (\/——) space. 0]
|E|



Chapter 6

Future Work and Conclusion

Verification of most graph coloring problems, except rainbow coloring, is an easy
problem in the RAM model of computation. However, in the streaming model, none
of the graph coloring problems admit an easy solution. Given any edge colored graph,
verifying if it is properly edge colored and/or rainbow colored still remains unsolved.
In fact, for a given edge colored graph, checking if a given pair of vertices in it are
connected by a rainbow path remains open as well.

The lower bound for solving the verification problem in vertex arrival with random
order stream is also an open problem.

30
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